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Overview

Our project is based on the idea to transport composition via simulation algorithm into a java program. The composition concept requires other notions like Transition Systems, Service, Community, Orchestrator and simulation. A transition system is a graphical representation of program behavior and, more in general, is a tuple T = < A, S, S0, δ, F > where:

* A: set of action;
* S: set of state;
* S0: set of initial state (S0 ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAwAAAAWCAYAAAD0OH0aAAAACXBIWXMAAA7JAAAOxAEptR3FAAAAWUlEQVR4nGP5//8/AymAhSTVg1bD6/+7i8UY3PoIqCzaxfCq1xVmQxHDrle9DK6iDIy0cNIg1dDH4CYGDibc6QQRSqKMrr3/Gf73Em0DyfFAsg2kgVENxAAA/0UgbUPoKlEAAAAASUVORK5CYII=) S);
* δ: transition relation (δ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAwAAAAWCAYAAAD0OH0aAAAACXBIWXMAAA7JAAAOxAEptR3FAAAAWUlEQVR4nGP5//8/AymAhSTVg1bD6/+7i8UY3PoIqCzaxfCq1xVmQxHDrle9DK6iDIy0cNIg1dDH4CYGDibc6QQRSqKMrr3/Gf73Em0DyfFAsg2kgVENxAAA/0UgbUPoKlEAAAAASUVORK5CYII=) SxAxS);
* F: set of final state (F ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAwAAAAWCAYAAAD0OH0aAAAACXBIWXMAAA7JAAAOxAEptR3FAAAAWUlEQVR4nGP5//8/AymAhSTVg1bD6/+7i8UY3PoIqCzaxfCq1xVmQxHDrle9DK6iDIy0cNIg1dDH4CYGDibc6QQRSqKMrr3/Gf73Em0DyfFAsg2kgVENxAAA/0UgbUPoKlEAAAAASUVORK5CYII=)S).

In a Transition System T some properties can be present like reachability, that represents the possibility to reach a node covering a path among T’s nodes, and simulation between two Transition System T an S, for which T is copied by S. So, a state s0 of S is similar, or simply equivalent, to a state t0 of T if and only if there exists a simulation between the initial states s0 and t0[[1]](#footnote-2).

A Service’s behavior is a finite Transition System. Community represents a set of Services, that share implicitly a common set of actions and export their behavior using finite Transition System over this common set of actions. A client specifies needs as a Service behavior like a finite Transition System using the common set of actions of Community[[2]](#footnote-3). Target Service represents Client’s actions and Available Services are the set of Community Services.

With our work we want to generate an Orchestrator on Community, that is able to do a mapping among Available Services. To build Orchestrator we need to implement an algorithm that uses simulation concept.

Project Structure

The idea to convert theoretical notions on a concrete java program has been developed first of all in a UML class diagram, where the most important classes have been described in a primordial and formal way. Then, our developing group decided to divide the work into three packages. Package’s division is translated into a workgroup’s division. This allowed us to work in parallel with different part of the project.

Beginning Idea

Beginning UML description is the follow:

*Service*:

This class can be used to translate in a Java’s format the graph of a service.

We memorize all the action, the present and next state in three String’s array. The fields are:

* *actions*: array String;
* *presentStates*: array String;
* *nextStates*: array String.

The methods of this class are:

* *getActions()*: it returns the array of action;
* *getPresentStates()*: it returns the array of present state;
* *getNextStates()*: it return the array of next state;
* *getPresentState(String action)*: it takes an action and returns all the possible states from which this action is available.
* *getNextState(String action)*: it takes an action and returns all the possible states that are reachable performing this action.
* *setActions(String array actions)*: the array of the actions is set by the input.
* *setPresentStates(String array presentStates)*: the array of the presentStates is set by the input.
* *setNextStates( String array nextStates)*: the array of the nextStates is set by the input.
* *positionAction(String action)*: it returns the indexes of all the position in the actions’ array of he input(NB this position are the same of the present and next state that can perform and are reachable by the input, in fact all the arrays(actions, presentStates and nextStates) of this class have the same dimension. This because a service can be non-deterministic and so, performing an action, we can achieve different next states).

*ReadFileInput*:

This class contains only the method that read the file .dot and creates a service

The method is:

* *fromFile(String fileName)*: it returns the service present in file.

*Orchestrator*:

This class creates the orchestrator from all the available services. The orchestrator is a service where all the states and action came from combination of states and actions of the available service. For this reason this class extends the Service one.

The methods are:

* *static createOrchestrator(array Service availableSevices)*: it creates the orchestrator from all the available services.

*Simulation*:

This class verifies the simulation between the orchestrator and the target service.

The methods are:

* *verifySimulation(String action, String presentStateOrchestretor, String nextStateOrchestrator, array String actionsTarget, array String presentSatesTarget, array String nextStatesTarget)*: it returns a Boolean value that is 1 if the states of orchestrator are in simulation with one of the states in the target service.
* *storeSimulation(Orchestrator orchestratorGenerator, Service targetService)*: it returns a SpareMatrix where are stored the results of simulation.

This is a very primordial definition of our project’s main classes and it doesn’t care particularly on presentation part. For the visualization of algorithm’s output we thought, initially, to realize within a java swing panel a view of transition system using jGraphT library integrated with a more understanding representation like textual one.

Work Division

The three packages we worked with are:

* Presentation
* Control
* Abstraction

This choice comes from the implementation of PAC structure, for which the first level (Abstraction) contains all classes that represents the information managed by the application; the second level (Control) manage data flow between the other two package; the last one (Presentation) manages user interaction, so the input and output of application[[3]](#footnote-4). This division makes independent the three modules that implements different functionality of system, every package haven’t any role for the others.

PAC structure brought us to a group division and made possible working in a separated way.

**First Part:**

**Abstraction Package**

Chapter 1: Abstraction Package

In general, this part contains all classes that can represent a service, its states and actions and the relations among these structures. The most of the classes present in this package identify immutable object, therefore in these classes we don’t do the override of equals and hashCode methods. In this way an object is equals to another if and only if it’s the same object in the system. This choice was applied in last versions of abstraction package. The content of a service is taken from a text file written with an appropriate formalism. Every service, which we can identify like an available service, is used to fill the structures in AvaliableService class. Furthermore, the Cartesian product is built on community’s content. The result of this operation will be a new service.

**1.1** First Version

The classes present in first version of abstraction package are:

* Transition Function
* Read From File
* Service
* Cartesian Product

*Transition Function*

Class with three type String fields representing presentState, action and nextState of a transition system. Methods are:

* Constructor: empty constructor and TransitionFunction(String presentState, String action, String nextState);
* Override: equals and toString;
* Other methods: get and set on presentState, action and nextState;

*Read From File*

Class used to build a service from a .dot file. Methods are:

* static boolean checkFile(String filename): it checks the .dot file to proof if this file was written in a right way;
* static Service fromFile(String filename): it returns the service containing information present in .dot file.

Our .dot formalism doesn’t correspond to all constructs present in the dot language, in fact we foresee for our project a sub dot language. An example of file accepted by our application is:

digraph available{

node [shape = doublecircle]; S0;

node [shape = circle];

S0 -> S1 [ label = "a" ];

S1 -> S0 [ label = "c" ]; }

*Service*

The fields of this class are: a list of transition function named states and a list of String that represent final states named finalStates. Methods are:

* Constructor: empty constructor;
* Override: toString;
* Other methods: we have all the methods to get, set, add and delete a transition function and a final states from the fields of this class, moreover we have methods to get and set present state, next state and action. Some peculiar methods are:

List<String> getState()

it returns the list of all service’s states doing a union between present and next state, avoiding duplicate;

List<TransitionFunction> getActionFromState(String state)

it returns all the transition function with String state like for present state;

*Cartesian Product*

Class used to build Cartesian product among available services. It returns a service. Methods are:

* Recursive method doing the Cartesian product among the available services

static Service executeProductStates(List<Service> availableService){

Service states = new Service();

if(availableService.size()==0) return states;

if(availableService.size()>2){

states = productService(first available Service, second available Service);

remove first available service from the list;

add the new service, that corresponds to Cartesian product between first two services of the list, at first position in available services list;

remove second available service from the list;

//do a recursive call

states = executeProductStates(availableService);

}

else{

if(availableService.size()==2)

states = productService(first availableService, second availableService);

else{

//list size ==1

states = first and only one availableService;

}

} return states ; }

* Method doing the Cartesian product between two service

static Service productService(Service s1, Service s2){

Service prod = new Service();

List<String> finalState = product(s1.getFinalState(),s2.getFinalState());

//give to new service the final state product

prod.setFinalState(finalState);

List<TransitionFunction> result = new ArrayList<TransitionFunction>();

for(all the transitions i of first service)

for(all the transitions j of second service){

create four new transition functions resulting from this combination:

* s1 present state, s2 present state – s1 action – s1 next state, s2 present state;
* s1 present sate, s2 next state – s1 action – s1 next state, s2 next state;
* s1 present state, s2 present state – s2 action – s1 present state, s2 next state;
* s1 next state, s2 present state – s2 action – s1 next state, s2 next state.

Add this new transition function to list if they are not still present.

}

prod.setTransactionFunctionCollection(result);

return prod;

}

* Method that execute Cartesian product between two String list

static List <String> product (List<String> l1, List<String> l2){

List<String> prod

for(all string i in l1)

for(all string j in l2){

prod.add(i.concat(j));

}

return prod;

}

**1.2** Second Version

To improve the efficiency of methods that give to other packages the information on a service, we introduced some new fields in class Service and we built new classes to represent State and Action. These classes increase the modularity of program so that we manage State and Action separately from a Service. In the first version we used a structure of String, so in this release we changed String in Action or State opportunely. For instance, if in the future we will need to change the type of State we will modify, very quickly, only State class differently from previous version where we had to modify different files.

Furthermore, file in input are no more DOT file, but textual files written in a precise way. So, to create a new service, we had to give to service constructor a String, which content will be the information on new service.

The classes present in this package for second version are:

* State;
* Action;
* StateAction;
* TransitionFunction;
* ConvertPdf;
* ReadFile;
* Service;
* Community;
* CartesianProduct.

*State*

This class represent a service’s state. Its fields are a string that maintains the name of this state and a Boolean property isfinal. Methods are:

* Constructor: public State(String name) setting name in State class to the variable name and isfinal to false;
* Override: equals, hashCode and toString;
* Other methods: get and set on state name and isfinal property.

*Action*

This class represents a service’s action. Its field is a string that maintains the name of this action. Methods are:

* Constructor: public Action(String name) setting action name;
* Override: equals, hashCode and toString;
* Other methods: get and set on action name.

*State Action*

This is a support class used to maintaining information on pair state-action in service class. We are interest to know which states are linked by a specific pair of state-action. Its fields are a State presentState and an Action action. Methods are:

* Constructor: public StateAction(State presentState, Action action) setting presentState and action;
* Override: equals, hashCode and toString;
* Other methods: get and set on action and presentState;

*Transition Function*

In new version of this class we introduced action and state class instead of previous string fields. So the new fields are: State presentState, Action action and State nextState. Furthermore we insert into this class the override of hashCode method.

*Convert Pdf*

Our Application can read a PDF file. To do this we created ConvertPdf class. It is used by ReadFile class to convert the content of pdf in textual one. In this class is used a special java library named PDFBox-0.7.3.jar. Methods are

protected static String GetTextFromPdf(String filename)

throws IOException, NoClassDefFoundError, Exception{

String contentFile="";

PDDocument document=null;

InputStream in=new FileInputStream(filename);

StringWriter out=new StringWriter();

//use of pdf parser with document in input

PDFParser parser = new PDFParser(in);

parser.parse();

//give to new document the parser one

document = parser.getPDDocument();

//creation of a text stripper to take document content

PDFTextStripper stripper = new PDFTextStripper();

stripper.writeText(document,out);

contentFile=out.toString();

//close new document

document.close();

//return a string with file content

return contentFile; }

The catch exception has left to Read File class.

*Read File*

Class used to make the parse of document in input. These documents could be:

* + .txt;
  + .aut;
  + .doc, .docx;
  + .pdf.

To be accepted by our application a file has to be written in this way:

transition:

presentStateName1-action-nextStateName1;

…

presentStateNameN-actionM-nextStateNameN;

final:

state1Name;

…

stateNName.

The first line of a document should be transition:. After this line the user writes all the transition of a service with the accuracy to don’t put any blank space in presentStateName1-action-nextStateName1; line.

Should be present final: line followed by all final states. The last final state has to be written followed by a dot (.) indicating the end of a file. If a final state is written in this line but it isn’t present in transition line the document is refused.

Every time that the parser detect a mistake the system will show on screen the type of error and the line where this error appears.

The fields of this class are two string maintaining filename and typeError; a Boolean variable identifying ioError and an int with errorLine. Methods are:

static void setFileName(String fn);

static boolean checkFile(String filename, String content)

this method checks file's correctness (file parser). Return true if document is correct, false otherwise and throws Exception during reading file.

static String readFile()

this method reads a correct file with any extension supported. Return a string with file’s content and throws Exception during the file’s reading.

*Service*

New field of this class are:

* HashMap<State, HashSet<Action>> listAction: it stores information about all actions available from a state. The keyset represent all the service’s states, instead elements are the list of actions feasible from a state;
* HashMap<StateAction, HashSet<State>> nextStates: it stores information on reachability of a state from a pair state-action. The keyset is all possible pair present state – action, the elements are list of states that we can reach from a present state performing an action;
* Set<State> finalStates: HashSet of final state;
* Set<State> notFinalStates: HashSet of not final states;
* Set<TransitionFunction> states: it stores all transition function;
* String filename;

Methods are:

* Constructor: public Service(String readingFile) that fills all the structures above;
* Override: equals and toString;
* Other methods: relative to get information on Service. These methods cost O(1) since all information are stored in HashMap structures ordered according appropriate key, i.e all action from a state are stored in listAction with key State so to find a determinate state the cost is one. These methods will always return information directly from fields of this class.

public Set<TransitionFunction> getTransitionFunctions()

get all the triples (present state, action and next state) stored from the document returning states field of this class;

public Iterator<State> getStatesWithoutFinal()

get all the states that aren't final state returning the iterator on not final state field;

public Iterator<State> getFinalStates()

get iterator on all final states of Service by final state field;

protected Set<State> getFinalStatesSet()

get all final states returning final state field. This method is protected because we don’t allow manipulating a service’s field in other package of the system. This because when a service is build it will never be modify from other classes;

public Iterator<State> getStates()

get all states of the service from keyset on listAction;

public boolean isFinalState(State state)

says if a state is final or not checking the isfinal property of the state;

public Iterator<State> getNextStates(State presentState, Action action)

get the next states from a present state and action returning an iterator on element list of nextStates that has presentState – action for key;

public boolean containsPresentAction(State presentState, Action action)

say if exist a pair of presentState and Action using contains method on keyset of nextStates field;

public Iterator<Action> getActions(State presentState)

get all possible action from a present state returning the element of a pair with presentState for key;

public String getName()

get the service's name;

protected void setName(String name)

set the service's name. This method is protected because we don’t allow manipulating a service’s field in other package of the system. This because when a service is build it will never be modify from other classes.

In this class we use to store information the HashMap class. This one organizes objects into pairs. There are two roles in each pair. These roles are *key* and *value*. A HashMap object organizes the pairs of objects so that no two pairs have equal keys. The internal data structure used to implement a HashMap allows an object pair to be found very quickly by looking for the object pair's key. The amount of time a HashMap takes to find an object pair by its key object is about the same for all object pairs in a HashMap and independent of the number of object pairs in the HashMap. So search, add, and remove operations are fast. The internal data structure used in a HashMap that allows a HashMap to quickly find object pairs by their key is called a *chained hash table*[[4]](#footnote-5)*.*

Our two HashMap structures are:

* listAction: this HashMap has for key an object of State class, that has two field a String and a boolean value, and for element an HashSet of Action’s object, which have for field a String.
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Figure : listAction structure

* nextStates: this HashMap has for key an object of StateAction class, that has two field a State and an Action, and for element an HashSet of State’s object.
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Figure : nextStates structure

*Community*

This class stores all information about available services participating to community and all its characteristics. It implements Cloneable interface. Class fields are:

* Hashtable<Integer, Service> community: table with all available services. The keyset are position in Hashtable, the elements are services;
* HashSet<Integer> emptyPosition: list of all community’s empty position that comes out from deleting services from community;
* int maxk: maintaining last key used in community;
* Hashtable<Integer, State> CSRecord: Hashtable of states for a single community state;
* Hashtable<Integer, Hashtable<Integer, State>> Cstates: Hashtable of community states;
* int key: key for Hashtable CStates;
* int k : key for Hashtable CFStates;
* Hashtable<Integer, State> CFSRecord;
* Hashtable<Integer, Hashtable<Integer, State>> CFStates;

Methods are:

* Constructor: empty constructor;
* Override: clone and toString;
* Other methods: are present get, add and delete methods to fill Hashtable community. Then we have a “contains method” that says if a service is present in community or not and a method that return the keyset on community. The other methods manage states, final or not, and records of community.

*Cartesian Product*

Like in the previous version of this class we do the asynchronous product among available services. In this new version the principal method takes in input the community. To build the Cartesian product in this case we had empty the community to know when we can consider our computation finished, so we have done a clone of our community to avoid the problem of distorting this object.

Methods are:

* execu*teProduct* : return a Cartesian product like Service. Service Class wants a String with content's available service. This string will be provide from productService method. The cost of this method is related, primarily, to the size of community, more precisely if community’s size is equal to *m*, for each available service we have *n* state and *a* action, so the number of transition is , therefore the cost of this algorithm is

The cost of product service depends on the number of service’s transition. We give in input to producteService method not a simple service, but a service that has always the number of transition that grows in an exponential way, i.e:

First iteration: , , cost is

Second iteration: , , cost is

Third iteration: , , cost is

…

(m-2)-th iteration: , , cost is ;

So total cost of this algorithm is:

public static Service execu*teProduct(Community comm){*

*community = copy of community;*

*String states = new String("");*

*if(community.sizeCommunity()==0) return null;*

*if(community.sizeCommunity()>2){*

*Service service1=first community element;*

*Service service2=second community element;*

*//do the product between first two services and give it to a string*

*states = productService(service1, service2);*

*//create a new service with previous string*

*Service service = new Service(states);*

*Delete service1 and service2 from community*

*while(community.hasMoreElements()){*

*Service s3= third community service;*

*//do product between s3 and previous product*

*states= productService(service, s3);*

*service = new Service(states);*

*Delete s3 from community*

*}*

*}*

*else{ if(community.sizeCommunity()==2){*

*do product between only two elements of community*

*} else{ return the only service present }*

*}*

*return new Service(states);*

}

* productService : This method built a string with Cartesian product of final states and transitions of two services. It uses productFinalStates and productTransition methods, so its cost is equal to

private static String productService(Service s1, Service s2)

* productTransaction : This method execute a Cartesian product among transaction functions. It does two cycle on the number of the service’s transition. We assume that, in the worst case, the number of service’s transition is equal to the number of service’s state *n* multiplied by the number of action *a*, so are equal to *N*. This because the available services are non deterministic, therefore for each service is possible to think at the following scenario: every state can do every action available for the service. The cost of this method is equal to

private static String productTransition (Set<TransitionFunction> l1,

Set<TransitionFunction> l2){

*String transaction="";*

*while(l1 is not finished){*

*while(l2 is not finished)){*

*concat in transition four string with transition function text resulting*

*from combination:*

* *l1 present state, l2 present state – l1 action – l1 next state, l2 present state;*
* *l1 present sate, l2 next state – l1 action – l1 next state, l2 next state;*
* *l1 present state, l2 present state – l2 action – l1 present state, l2 next state;*
* *l1 next state, l2 present state – l2 action – l1 next state, l2 next state.*

*}*

*}*

*return transaction;*

}

* productFinalStates : This method execute a Cartesian product among final states. The cost of this algorithm is lower than the previous method, in fact the cycle is done on the number of final state, that, in general, is lower than the number of transition. At most, in the worst case, the number of final state is equal to the number of service’s state *n*. So the cost of this algorithm is

private static String productFinalStates (Set<State> l1, Set<State> l2){

*String prod = new String("");*

*while(l1 is not finish){*

*State final1= first state in l1;*

*while(l2 is not finish){*

*State final2 = first state in l2;*

*prod=prod+final1+final2";";*

*}*

*}*

*return prod;*

}

In general Cartesian Product costs , that is EXPTIME in the number of services.

**1.3** Third Version

Third version is the stable release in which we have introduced some arrangement about *side effect* (interference) and *computation*. First of all, we have insert only read iterator in our methods. In this way when a user uses a method, it returns an only read iterator on elements’ set (see picture below). So remove operation is forbidden on this new iterator in opposite to reading operation. If the user tries to delete one element, application throws an exception. This behavior prevents *“interference”* on objects. We have decided to use this modality and not return a copy of this set because the second opportunity is more expensive.
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Figure : get Methods in Service class

We can see that these methods return OnlyReadIterator and not a structure’s copy of *notFinalStates* and *finalState*. To understand better the real reasons of this choice, see the picture below that summarizes the situation:

|  |  |  |  |
| --- | --- | --- | --- |
|  | *Get’s Methods* | *Advantages* | *Disadvantages* |
| *Without Shared Memory* | Return a deep copy (clone) | Client simpler | Waste memory |
| *With Shared Memory* | Return a OnlyReadIterator | Client trickier | Save memory |

To have a better computation we have made a distinction between immutable and mutable object. Two objects are equal if they have the same memory location (same entity), this is the case of two object of Service, State and Action classes. An example of mutable objects is the StateAction class that manages the value of couple state and action; so our algorithms execute shallow and not deep equals. This is a way faster to compare two objects.

Before of this version there was a class Community used by both abstraction and control package, in fact this class had methods to manage available services and useful operations for simulation. To make application more modular as possible we have divided this class in two classes:

* AvailableServiceabout all methods to manage available services. In this new class we modified available service’s structure from *Hashtable<Service>* to *ArrayList<Service>* and related methods. This because, during simulation process, services are used in sequential way, so use a HashSet structure ordered according to a particular key is not so useful, in this case.
* Community uses AvailableService and methods to create Orchestrator.

Other modify has been introduced in the file to take in input. Until this version a textual file was:
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Figure : textual file without initial state

In this release an input file has an initial state because it is useful for Simulation so the file’s formalism is the follow:
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Figure : textual file with initial state

Obviously to manage this situation has been modify file’s parser, or rather ReadFile class, so when it reads a file doesn’t throw an exception. Consequently the service’s constructor has been modify to store a initial state in a new field initial.

To improve the usability of our program we have introduced some arrangements in Cartesian Product, in particular we added a label on the action of a service that represent a Cartesian product. Until previous version between two states there was only an action, while now there is action and service’s name that can perform this action (picture below).
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Figure : graph Cartesian product’s service

The last change we have made for this package is the concept of deterministic or non-deterministic service. In this class we have introduced a new boolean field that gives information on this property. The reason why we have done this change is the necessity to know if the Target Service is deterministic, in fact if it isn’t so the simulation is not executable.

Chapter 2: Final release

In previous chapter we have described workflow of abstraction package (three version). Here we report the java classes’ description of actual application.

**2.1** Package description

The classes present in this package are:

* State;
* Action;
* StateAction;
* TransitionFunction;
* ConvertPdf;
* ReadFile;
* Service;
* Available Service;
* CartesianProduct.

*State*

This class represent a service’s state. Its fields are a string that maintains the name of this state and a Boolean property isfinal. Methods are:

* Constructor: public State(String name) setting name in State class to the variable name and isfinal to false;
* Override: toString;
* Other methods: get on state name.

*Action*

This class represents a service’s action. Its field is a string that maintains the name of this action. Methods are:

* Constructor: public Action(String name) setting action name;
* Override: toString;
* Other methods: get on action name.

These two classes represent immutable objects in fact there is only a “*method get*” to get action or state’s name and there aren’t methods to do side effect like add, set or remove. In Action and State classes we did not need to override equals method because they represent two object and not value.

*State Action*

This is a support class used to maintaining information on pair state-action in service class. We are interest to know which states are linked by a specific pair of state-action. Its fields are a State presentState and an Action action. Methods are:

* Constructor: public StateAction(State presentState, Action action) setting presentState and action;
* Override: equals, hashCode and toString;
* Other methods: get on action and presentState;

This class represent an immutable value. Here we need to override equals method because it represent a value. Consequently we override hashCode Method.

*Transition Function*

Fields of this class are: State *presentState*, Action *action* and State *nextState*. We override equals and hashCode method. This class is an immutable value representing triple of a transition system (presentState, action and nextState).

*Convert Pdf*

Our Application can read a PDF file. To do this we created ConvertPdf class. It is used by ReadFile class to convert the content of pdf in textual one. In this class is used a special java library named PDFBox-0.7.3.jar. Methods are

protected static String GetTextFromPdf(String filename)

throws IOException, NoClassDefFoundError, Exception{

String contentFile="";

PDDocument document=null;

InputStream in=new FileInputStream(filename);

StringWriter out=new StringWriter();

//use of pdf parser with document in input

PDFParser parser = new PDFParser(in);

parser.parse();

//give to new document the parser one

document = parser.getPDDocument();

//creation of a text stripper to take document content

PDFTextStripper stripper = new PDFTextStripper();

stripper.writeText(document,out);

contentFile=out.toString();

//close new document

document.close();

//return a string with file content

return contentFile; }

The catch exception has left to Read File class.

*Read File*

Class used to make the parse of document in input. These documents could be:

* + .txt;
  + .aut;
  + .doc, .docx;
  + .pdf.

To be accepted by our application a file has to be written in this way:
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Figure 1: textual file with initial state

The first line of a document should be transition:. After this line the user writes all the transition of a service with the accuracy to do not put any blank space in presentStateName1-action-nextStateName1; line.

Should be present initial: line followed by a one state.

Should be present final: line followed by all final states. The last final state has to be written followed by a dot (.) indicating the end of a file. If a final state is written in this line but it isn’t present in transition line the document is refused.

Every time that the parser detect a mistake the system will show on screen the type of error and the line where this error appears.

The fields of this class are two string maintaining filename and typeError; a Boolean variable identifying ioError and an int with errorLine. Methods are:

static void setFileName(String fn);

static boolean checkFile(String filename, String content)

this method checks file's correctness (file parser). Return true if document is correct, false otherwise and throws Exception during reading file.

static String readFile()

this method reads a correct file with any extension supported. Return a string with file’s content and throws Exception during the file’s reading.

*Service*

This class represent a immutable object corresponding to a transition system. It has some fields

* HashMap<State, HashSet<Action>> listAction: it stores information about all actions available from a state. The keyset represent all the service’s states, instead elements are the list of actions feasible from a state;
* HashMap<StateAction, HashSet<State>> nextStates: it stores information on reachability of a state from a pair state-action. The keyset is all possible pair present state – action, the elements are list of states that we can reach from a present state performing an action;
* Set<State> finalStates: HashSet of final state;
* Set<State> notFinalStates: HashSet of not final states;
* State initialState;
* Set<TransitionFunction> transitions: it stores all transition function;
* String filename;

In this class we use to store information the HashMap class. This one organizes objects into pairs. There are two roles in each pair. These roles are *key* and *value*. A HashMap object organizes the pairs of objects so that no two pairs have equal keys. The internal data structure used to implement a HashMap allows an object pair to be found very quickly by looking for the object pair's key. The amount of time a HashMap takes to find an object pair by its key object is about the same for all object pairs in a HashMap and independent of the number of object pairs in the HashMap. So search, add, and remove operations are fast. The internal data structure used in a HashMap that allows a HashMap to quickly find object pairs by their key is called a *chained hash table*[[5]](#footnote-6)*.*

Methods are:

* Constructor: public Service(String readingFile) that fills all the structures above;
* Override: toString;
* Other methods: relative to get information on Service. These methods cost O(1) since all information are stored in HashMap structures ordered according appropriate key, i.e all action from a state are stored in listAction with key State so to find a determinate state the cost is one. These methods will always return information directly from fields of this class.

public Set<TransitionFunction> getTransitionFunctions()

get all the triples (present state, action and next state) stored from the document returning transitions field of this class;

public Iterator<State> getFinalStates()

get iterator on all final states of Service by final state field;

protected Set<State> getFinalStatesSet()

get all final states returning final state field. This method is protected because we don’t allow manipulating a service’s field in other package of the system. This because when a service is build it will never be modify from other classes;

public Iterator<State> getStates()

get all states of the service from keyset on listAction;

public boolean isFinalState(State state)

says if a state is final or not checking the isfinal property of the state;

public Iterator<State> getNextStates(State presentState, Action action)

get the next states from a present state and action returning an iterator on element list of nextStates that has presentState – action for key;

public boolean containsPresentAction(State presentState, Action action)

say if exist a pair of presentState and Action using contains method;

public Iterator<Action> getActions(State presentState)

get all possible action from a present state returning the element of a pair with presentState for key;

public State getInitialStates()

this method return a initial states of a service;

public boolean isDeterministic()

say if a service is deterministic or not;

public String getName()

get the service's name;

protected void setName(String name)

set the service's name. This method is protected because we don’t allow manipulating a service’s field in other package of the system. This because when a service is build it will never be modify from other classes.

These methods return a only read iterator. In this way when a user uses a method, it returns an only read iterator on elements’ set (see picture below). So remove operation is forbidden on this new iterator in opposite to reading operation. If the user tries to delete one element, application throws an exception. This behavior prevents *“interference”* on objects. We have decided to use this modality and not return a copy of this set because the second opportunity is more expensive.
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*Available Services*

In this class there is an *ArrayList<Service>* and related methods to manage all available services. This because, during simulation process, services are used in sequential way, so use a HashSet structure ordered according to a particular key is not so useful, in this case.

This class will used by Community class.

Methods are:

* Constructor: empty constructor;
* Override: clone and toString;
* Other methods: are present get, add and delete methods to fill ArrayList. Then we have a “contains method” that says if a service is present in community or not and a method.

*Cartesian Product*

This class does the asynchronous product among available services and it takes in input the available services object. To build the Cartesian product in this case we had empty the array List structure to know when we can consider our computation finished, so we have done a clone of our community to avoid the problem of distorting this object.

Methods are:

* execu*teProduct* : return a Cartesian product like Service. Service Class wants a String with content's available service. This string will be provide from productService method. The cost of this method is related, primarily, to the size of community, more precisely if community’s size is equal to *m*, for each available service we have *n* state and *a* action, so the number of transition, in worst case, is , therefore the cost of this algorithm is

The cost of product service depends on the number of service’s transition. We give in input to producteService method not a simple service, but a service that has always the number of transition that grows in an exponential way, i.e:

First iteration: , , cost is

Second iteration: , , cost is

Third iteration: , , cost is

…

(m-2)-th iteration: , , cost is ;

So total cost of this algorithm is:

public static Service execu*teProduct(Community comm){*

*community = copy of community;*

*String states = new String("");*

*if(community.sizeCommunity()==0) return null;*

*if(community.sizeCommunity()>2){*

*Service service1=first community element;*

*Service service2=second community element;*

*//do the product between first two services and give it to a string*

*states = productService(service1, service2);*

*//create a new service with previous string*

*Service service = new Service(states);*

*Delete service1 and service2 from community*

*while(community.hasMoreElements()){*

*Service s3= third community service;*

*//do product between s3 and previous product*

*states= productService(service, s3);*

*service = new Service(states);*

*Delete s3 from community*

*}*

*}*

*else{*

*if(community.sizeCommunity()==2){*

*do product between only two elements of community*

*} else{ return the only service present }*

*}*

*return new Service(states);*

}

* productService : This method built a string with Cartesian product of final states and transitions of two services. It uses productFinalStates and productTransition methods, so its cost is equal to

private static String productService(Service s1, Service s2)

* productTransaction : This method execute a Cartesian product among transaction functions. It does two cycle on the number of the service’s transition. We assume that, in the worst case, the number of service’s transition is equal to the number of service’s state *n* multiplied by the number of action *a*, so are equal to *N*. This because the available services are non deterministic, therefore for each service is possible to think at the following scenario: every state can do every action available for the service. The cost of this method is equal to

private static String productTransition (Set<TransitionFunction> l1,

Set<TransitionFunction> l2){

*String transaction="";*

*while(l1 is not finished){*

*while(l2 is not finished)){*

*concat in transition four string with transition function text resulting*

*from combination:*

* *l1 present state, l2 present state – l1 action – l1 next state, l2 present state;*
* *l1 present sate, l2 next state – l1 action – l1 next state, l2 next state;*
* *l1 present state, l2 present state – l2 action – l1 present state, l2 next state;*
* *l1 next state, l2 present state – l2 action – l1 next state, l2 next state.*

*}*

*}*

*return transaction;*

}

* productFinalStates : This method execute a Cartesian product among final states. The cost of this algorithm is lower than the previous method, in fact the cycle is done on the number of final state, that, in general, is lower than the number of transition. At most, in the worst case, the number of final state is equal to the number of service’s state *n*. So the cost of this algorithm is

private static String productFinalStates (Set<State> l1, Set<State> l2){

*String prod = new String("");*

*while(l1 is not finish){*

*State final1= first state in l1;*

*while(l2 is not finish){*

*State final2 = first state in l2;*

*prod=prod+final1+final2";";*

*}*

*}*

*return prod;*

}

In general Cartesian Product costs , that is EXPTIME in the number of services.

**2.2** Implementation Choices

In this paragraph we want to discuss about some implementation choices: Cartesian product and a Service’s constructor.

Service’s constructor takes a string in input because:

* It permits us to make independent building of a service from reading a file, in fact read a file and build a service are two distinct operations; the reason of this idea is that: we can decide to change how to read a file, i.e. from an url or web page, but service class is always the same.

The important is that the string respects our standard.

* it gives us the possibility to manage better a transition system, in fact, our formalism on a correct string gives the possibility to distinguish among different categories of information on a service, like transitions, final states or initial state

These are the benefits to have a service’s constructor. However, there is a disadvantage not so relevant: to build Cartesian product among service we have to create a string with all the information on the service that represent our product and give it to service’s constructor.

Usually, the Cartesian product it’s costly, from computational point of view, but our implementation is more costlier than natural, because we do the follow steps:

* we do a Cartesian product among transition function of two services (presentState-action-nextState) and we return a string;
* we do a Cartesian product among final states of two services and we return a string;
* we do a Cartesian product among initial states of two services and we return a string;
* we build a string with the three previous strings ;
* we give this string to a service’s Constructor and we create a new service representing a Cartesian Product between these two services.
* Repeat this cycle between this new service and another service and so on for all services

It’s true that this product it’s very costly but this one does not influence simulation and orchestrator algorithms because they use a Cartesian product built “*on the fly*”. This product is something more offers by our application to users so they can decide if execute it or not.

To reduce this cost it is possible to do some arrangements. The general idea to follow should be implements these steps in a new Cartesian product :

* Do a new class that extends Service and use it in a different way respect to actual Service class;
* During the Cartesian product between two service maintain the information on this product “*on the fly*”, without storing it using this new class;
* Once we obtained the last product, resulting from previous steps, we stores it like a Service of actual class.

**Second Part:**

**Control Package**

Overview

An orchestrator is a function which selects an available service to execute the action requested by the (target-conformant) client.

In order to be able to perform this function we have to create an Orchestrator Generator (OG). Orchestrator Generator is a finite state machine that, given a target service and a set of available services, can say (with a function ωr) which are the services among available services performing a given action, according to the maximal simulation relation. And for each choice of one of such services it progresses to the next state.

Once we have OG, we get orchestrators by simply picking up, at each step, one among the services returned by ωr and in this way we can be sure that the selected service is able to execute the assigned action.[[6]](#footnote-7)

Building an orchestrator we want to check the existence of service composition by checking the existence of a simulation relation between target and community, which is a transition system representing the asynchronous product of all available services.

According to the definition of simulation, given two transition systems TSt (which represent a target service) and TSC (for the community), a simulation relation of TSt by TSC is a relation , such that:

R(st, sC) implies:

1. if then ;
2. for all transitions in TSt there exists a transition in TSC and R(s′t, s′C).

where st is a state of target, sC is a state of community, Ft and FC are final states of target and community respectively, and a is an action.

The definition says that state st of TSt is in a simulation relation R with sC of TSC if:

* if st is final then also sC is final;
* for every action a and state s′t, if st can make a transition to s′t with action a, then also sC can make a transition to some s′C with action a, in such a way that s′t is still in the same simulation relation R with s′C.

A composition of services exists if R is a simulation relation of TSt by TSC such that R(s0t, s0C), i.e. if the initial states of target and community are in the set of simulation. This is the so called maximal simulation relation and in this case we can say that TSt is simulated by TSC.1

In this project we want to realize an orchestrator finding a service composition which corresponds to find a simulation relation between two transition systems: target and community.

Therefore in the realization of this program we have to implement four main steps:

1. build the community
2. calculate the simulation set
3. check the existence of composition
4. provide a service selection function ωr.

Chapter 1: Control Package Description

In this package there are all java classes which contain the main algorithms to execute orchestrator, such as simulation.

The package is composed by these classes:

* *CState*: it represents a state of the community given by the Cartesian product of states of services in the community.
* *Community*: it should be a transition system which is the result of the asynchronous product of all available services. In our implementation it contains only the states of this new transition system, and can return also final and initial states of the community (of CState type).
* *SimulatedBy*: it represents a pair of states which could be in simulation. So it is made by a state of the target service and a state of the community.
* *Simulation*: this class contains methods to create a simulation set given a target service and a community.
* *OrchestratorKey*: it is formed by an object SimulatedBy and an action. It allows to store a triple with a target state, a community state and an action as a key for a table that will be the result of orchestrator.
* *Orchestrator*: it is the responsible class to build an orchestrator given a target service and a community. The result of composition is stored in a table with OrchestratorKey objects as keys and services as values.

**1.1** Simulation algorithm

The core of this system is given by the implementation of the algorithm of simulation. In fact if we have the output of this algorithm we can say if a composition exists and, in positive case, we can build orchestrator generator.

As we have explained above, to check simulation we need a community, which is a new transition system given by the asynchronous product. In our realization this product is implemented in the package abstraction with the CartesianProduct class. In theory we have to pass an instance of it to our simulation algorithm but, during the analysis phase, we have thought that in this way the algorithm can be much expensive, because this structure can be very big and when we have to check all the simulation relations we have to extract information we need from this complex structure. Moreover we have observed that in each step of simulation we should take a state of community and from this one we have to check if there are the same actions of target state and, if they are, we should verify also that next states of community and target service are in simulation. Since community’s state is a tuple like <s0,s1,s2,s3> where si is a state of the i-th service and because we know the services we can obtain directly from services which are the states in a community state having a certain action and we can build “on fly” the next state of Community. For instance, if we have a target’s state with action “a”, a community’s state <s0,s1,s2> and we know that the Service related to state s0 can perform action “a” going to the next state s0’, then we can say that in the community also there is an edge with action “a” going from state <s0,s1,s2> to <s0’,s1,s2>. Using this strategy we can avoid the use of the complete Cartesian Product of Services.

According to this idea we need a method that, given a set of available services, allows to create all the states of the community.

Once we get these states we can apply a simulation algorithm like this:

void simulation (Service target, Community community) {

Set R = createSimulationSet(target, community);

1: while (!(R.isEmpty())){

for each line r in R do{

State ts = r.getTargetState();

CState cs = r.getCommunityState ();

2: for each action a in ts.getActions(){

3: for each state s in cs {

if(service.containsAction(a, s)){

Set next = s.getNext(a, s) ;

for each state s’ in next {

CState cstate = buildRecord (cs, s’, i);

newRecord = <ts.getNextState(), cstate>;

if(!R.contains (newR)){

continue to 3;

}

}

*continue to 2*

}

*}*

*R.remove (r);*

continue to 1;

} //end for each action

} //end for each line

exit;

} //end while

}

First instruction of this algorithm:

Set R = createSimulationSet(target, community);

it allows to get an initial set of simulation where there are pairs like <t0, x0y0z0> where t0 is a state of the target and x0y0z0 is a state of the community. The createSimulationSet method is responsible to create the initial set inserting in it each possible pair formed by:

* a target’s final state and a community’s final state
* a not target’s final state and a community state (final and not final).

In this way we assure the satisfability of the first condition of simulation.

After that we have to check the second condition of simulation: it is done picking each pair of states from just created simulation set and checking, for each of them (for example for <t0,x0y0z0>) , if the target state (t0) is simulated by the community state (x0y0z0).

For each pair like <t0,x0y0z0> we can have several cases:

* target state (t0) has an action that cannot be performed by anyone of available services when they are in the state specified in this community state (x0y0z0): in this case the pair is deleted from simulation set and we have to start checking simulation again from the first pair in the set.
* target state (t0) has an action that can be performed by some services (if they are in the state specified in this community state(x0y0z0)) but every next community state (one for each next state of services which can do the action) isn’t in the simulation set with next target state: in this case the pair is deleted from simulation set and we have to start checking simulation again from the first pair in the set.
* target state (t0) has all the actions that can be performed by some services (if they are in the state specified in this community state (x0y0z0)), and next states are simulated by someone next community state: in this case the pair remains in the simulation set and we should continue our control on another pair.

So, when there is a pair which is removed from the simulation set the check must begin again from the first record in this set, otherwise the checking is done over each pair of the state. After all pairs will be verified we can stop checking and the result set will be our simulation set.

Once we get this set we should verify if composition exists: for this reason we need a method that checks if initial state of target service is simulated by initial state of the community, that is true if target’s initial state and community’s initial state compose a record that is present in the simulation set.

**1.2** Simulation Implementation

We have chosen to create a class Simulation where there are some methods permitting to execute every steps of simulation. But this class has a protected constructor because we want that the execution of this algorithm is dependent from the execution of orchestrator. In fact we decided to create simulation when an instance of orchestrator is created.

Simulation class contains this relevant method:
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Figure 1: compositionViaSimulation method

This is the main method to create simulation set. Here there is, first of all, an invocation to the createSimulationSet() method that is responsible to create initial set of simulation satisfying the first condition. After that a boolean variable is used permitting to understand when all simulation set’s records will be checked. So checkSimulationSet() method will be called every time this variable has true as value, i.e. each time checkSimulationSet() will return true.

The worst case of iteration number is when all records into simulation set must be deleted. In this case checkSimulationSet() is called a number of times equals to number of records into simulation set. Given the set of target states St, the set of final target states Ft, the set of states of each available service Si and the set of final states for them Fi, we can say that simulation set should contain this set of records after calling createSimulationSet():

(1)

If = records are only:

and if for some or all Services then we get the lower number of records of initial simulation set and then the lower number of iterations for this loop.

Instead if for each available service i then number of records is equal to elements of:

In general, we have that , also for the target service, so we have a set as (1) and in this case the number of records will be:

(2)

If we assume that , and , , we can say that:

(2) (case for p = n)

Hence, in worst case number of iteration of this loop will be . (3)
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Figure 2: createSimulationSet method

This method allows to create initial simulation set satisfying first simulation's condition. For that it takes all states of target and for each of them it controls if it is final one: if it is final it creates records with this target state and every final community state; if it isn’t final it inserts new records with this target state and each one of community states.

Cost of this method is equal to the cost to build community states and final community states one time (because getCommunityState method creates these states only at first invocation) plus the cost to create new records and to add them to the simulation set that is an HashSet and so this operation requires a constant time. Therefore if x is the number of states of target service and the cost of community.getCommunityStates(), total cost for this method is:

(4)
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Figure 3: checkSimulationSet method

Here there is the main part of simulation algorithm. It returns true if one record has been removed, false only if every records of simulation set have been checked without deleting anything (in this case the simulation algorithm will be stopped).

Every time this method is called it gets records from simulation's HashSet one by one and for each of them it takes the stored target state and the community state. Then, it gets all possible actions from that target state and, for each of them, the next target state. So it is able to call checkSimulationOfNextState(cs, as, nextTState) method that will control the second simulation condition: if there is one action for that checkSimulationOfNextState returns false then this record can be removed from simulation set, stopping test on this pair of states; otherwise it means that this pair satisfies simulation condition.

The most external loop will be executed, as many times as number of records of simulation set until there is one of them that must be deleted. Thence worst case of execution of this method will be when the first record to delete will be in the last position of the set. In this case number of iteration will be equal to the number of records. In each iteration the cost to get target state and community state from a record is constant; then it gets all actions of a target state (also this one is constant) and for each action it takes next state and it invokes checkSimulationOfNextState(…). In the case it returns false record will be removed from HashSet with constant time. Therefore total cost of this method will be:

(5)

Where is the number of records in the worst case, b is the maximum number of actions which a target state gets, and cost is the sum of constant time operations.

![](data:image/png;base64,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)

Figure 4: checkSimulationOfNextState method

With this method we check if one target state with a specified action and a next state is simulated by a given community state. Thus it controls each state of available services contained in that community state to find someone that can simulate the target state. For each state (in community state) it gets available service to which it belongs. In this way we are able to check if that state has the given action: if it has we can gain also what are next states for that action and, for each of them, build a new record composed by next target state and next community state (obtained substituting in the given community state one of the found next states in the position relating to that of the service which has that action and that next state). When each one of this record is created and we have checked that they are in the simulation set, it means that there is one community state that can simulate the target state for the given action and this test can be stopped here with positive result. Instead if for every state (in the community) we haven’t a next community state that simulates the target state for that action then test has a negative result.

In worst case this method should analyze every state in a community state and if the number of services is m the dimension of a community state is m. Then, for each of them it should take the related service (with constant cost) and check if it contains that action performing on a given state (constant time) . If so, it should take all next states reachable from that state with the given action and for each of them (until one will satisfy the simulation condition) it should build the next community state (in a time equals to that to get a copy of the present community state that is O(m)) and checking if it is present in the simulation set (constant time). Obviously in the worst case total cost will be:

(6)

Ultimately, putting together (4) (5) (6) (7), cost to execute this simulation algorithm is equal to:

(7)

The result (7) is obtained assuming that the number of states of target is less or equal to that of an available service, i.e. x=n.

Here we can see that, a part from multiplicative factors, cost of our simulation algorithm is exponential in the number of services; so it shows that this algorithm is not worse that the cost of a composition via simulation.

**1.3** Orchestrator class

As we said before, we chose to start simulation algorithm contextually to the creation of an orchestrator instance. In this way we are sure that the result of one orchestrator is connected only to the right simulation result.

In fact the constructor of Orchestrator Class invokes the method compositionViaSimulation() of class Simulation creating the simulation set.

In this class there are also two main methods: one to check if composition exists and another to build an orchestrator.

The first one is:
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Figure 5: checkComposition method

Here one pair of states is built with the initial state of target service and initial state of community. Then it controls that this pair is present in the simulation set (if it is contained then composition exists, otherwise it doesn’t exists).

Cost for this method is constant and equal to that to obtain initial state of community: O(m) if m is the number of available services. (cost of contains(initPair) is constant).

The second method is:
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Figure 6: generateOrchestrator method

This methods allows to get a map where for each tuple <ti, s1s2s3… sm, a>, formed by a target state, a community state and an action, it can say which are these among available services that are able to simulate the action <a> for the target state <ti> starting from the community state <s1s2s3… sm>.

This map can be created only if the simulation set is not empty. If this condition is verified this method gets each record from the simulation set and for each one it gets the target state and the community state; for each action of a target state it controls which are the available services able to simulate it and adds them to a new set relating to this target state, this community state and this action. Once all the services that can do that action are added, a new record is stored in the orchestrator map with these values.

So complexity of this method is given, first of all, by cost of the most external loop:
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This loop is run a number of time equals to the number of records stored in the simulation set: this number is lower or equals to, where x is number of target’s states, n is the number of community’s states and m is the number of services.

At each iteration there is a loop getting each action for a target state:
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This loop is executed (for a target state) as many times as the number of possible actions for the considered target state. We assume it is b.

For each action of a target state we have to check, for each state of available services contained in the community state, which are the available service states able to execute that action:
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It means one iteration for each available services and we assume they are m.

At last we have this other loop:
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controlling, for each available service’s state able to perform the considered action, if next community state simulates the target next state for a given action. If we assume that a service can have the searched action going to a number of next states, that in the worst case is n, and that building a new record to check cost m (the number of services), we can say that cost of this loop is .

So the total cost of this method is:

(8)

If we assume that the number of target states x is less than the maximum number of states of available services we can say:

(8)

This means that also the cost of orchestrator is exponential in the number of services.

Another relevant method in the class Orchestrator is:

public Iterator<Service> getServicesForStateAction(OrchestratorKey)

It allows to get all available services which can execute a given action starting from a specified target state and a community state remaining in simulation.

This is done simply with a call to the method get() of HashMap that, given a key (in this case an object OrchestratorKey), returns the value (a Set of Services). So the cost for this operation is O(1).

These described methods have been used to create an orchestrator generator that is a graph (that we represent with a Service object), with each state composed by a target state and a community state that simulate it, presenting all the states reachable from initial states and acting all actions of target states.

The creation of such orchestrator generator is possible using the method createOrchestratorGenerator() which return a service, building through this algorithm:

*createOrchestratorGenerator() {*

*if composition exists {*

*Service orchestratorGenerator = Ø;*

*Set<SimulatedBy> finalStates = Ø;*

*Set<SimulatedBy> toAdd = Ø;*

*Set<SimulatedBy> alreadyAdded = Ø;*

*State initialTS = target.initialState;*

*CState initialCS = community.initialState;*

*SimulatedBy initialStates = <initialTS, initialCS>;*

*toAdd.add(initialStates);*

*for each pair sim in toAdd {*

*alreadyAdded.add(sim);*

*State initTS = sim.targetState;*

*CState initCS = sim.communityState;*

*if (initTS.isFinal & initCS.isFinal)*

*finalStates.add(sim);*

*for each action a of initTS {*

*State nextTS = target.getNextStates(initTS, a);*

*OrchestratorKey key = <sim, a>;*

*Set<Service> serv = orchestrator[key];*

*for each service si in serv {*

*Set<State> nextCommunityState =*

*si.getNextStates(initialCS[i], a);*

*for each state ns in nextCommunityState {*

*CState cs = initialCS.copy;*

*cs[i] = ns;*

*SimulatedBy newSim = <nextTS, cs>;*

*orchestratorGenerator.add(<inititialStates-a-newSim;>);*

*if (!alreadyAdded.contains(newSim))*

*toAdd.add(newSim);*

*}*

*}*

*}*

*toAdd.remove(simulated);*

*}*

*orchestratorGenerator.add(<initialStates>);*

*for each finalSim in finalStates*

*orchestratorGenerator.add(<finalSim>);*

*}*

}

Obviously, before building an orchestrator generator (OG) we have to check if composition exists: if doesn’t exist we cannot create an OG. If it exists we have to build a new service starting from the initial states of target and community, adding a new transition relation in the service for this pair of states (that represent a state of OG) and each possible action for that target state. Then, for every other pair of states present in the orchestrator map and reachable from the initial states we have to add other transition relations like for the initial states. When there aren’t other states reachable we should add only initial and final states and so the service OG will be create.

**1.4** Implementation’s choices

During the implementation we had to improve our code Control package and here we summarize the main choices we took and the reasons that led us to do some modifications:

* Initially we had a Community class containing methods to create community states but also to add and to delete available services. Then we have thought to separate the part regarding the management of available services (realizing an AvailableServices class in abstraction package) from that relative to the creation of community’s states. This was done to be able to create a set of community states without caring about the possible modifications on the services set. So community states can be created just one time for each set of available services (don’t need to be created each time).
* At the beginning CState class contained a state of the community in the type ArrayList. But changing the class Community (as we said above) we can know what is the dimension of a community’s state (it is given by the number of available services passed to the Community constructor). So we replaced ArrayList with a static Array structure. In fact we tested the system with both the two structure so we could appreciate the difference between run times. In particular we tested the system with four available services, each one with ten states, and a target service with five states: with ArrayList time to end the execution of simulation was about 15-16 minutes; with array it takes only 8-9 minutes. So we preferred to use array.

Chapter 2: Creation of community states “on fly”

In this chapter we want to explain the reasons which led us to make some modification to the initial structure of control package. The idea is that when we build community states with methods of Community class we have to create and store all states of a community. This means that our plan to compute a community “on fly” is not realized completely because in the first step of simulation, i.e. when we create the initial simulation set (with createSimulationSet() method of Simulation class), we build all community states.

Practically what we wanted to obtain was that each time we need a state of a community we create it keeping track of each state that is already returned, so in the next time a state is needed a different state is returned. In this way we can have all the states of the community without storing all of them in memory but as if they were already built (in a virtual way).

This means that realizing some methods able to perform this mechanism we can save much used memory’s space. Instead in terms of mid time of execution our algorithms should have the same value and they will be discussed in the following pages.

**2.1** Control Package v2

Control package was modified in order to implement the idea discussed above of a “virtual community”.

In this way this package contains the same classes discussed in the chapter 1 but also other two classes: *IteratorCommunityStates* and *IteratorFinalCommunityStates*.

These classes implement the interface Iterator and they are used to return a state of community and pointing to another state.

Hence classes of this package in the version 2 are:

* *CState*: representing a state of the community.
* *Community*: it contains methods to return an iterator on all states and on final states of community and to get initial state of a community.
* *IteratorCommunityStates*: it represents an iterator on a set of community states.
* *IteratorFinalCommunityStates*: it represents an iterator on a set of final community states.
* *SimulatedBy*: it represents a pair of states which could be in simulation.
* *Simulation*: this class contains methods to create a simulation set given a target service and a community.
* *OrchestratorKey*: it is formed by an object SimulatedBy and an action.
* *Orchestrator*: it is the responsible class to build an orchestrator given a target service and a community.

The only class that is changed in this version is the class Community. In fact in the previous version this class had as fields two set of states which stored all community states and all final states. In this new implementation they are not necessary because we don’t need to store states but we have some methods returning only an iterator on a community state. This iterator is in the type IteratorCommunityStates for all community state and IteratorFinalCommunityStates for final community state. So, while in the previous version getCommunity() method builds and stores all the set of community states and return an iterator on this set, in the second version the same method creates only a single state and return an iterator on this element.

Therefore in terms of use of space we can say that the old implementation is much more expensive that the new one: first implementation of Community class needs a space equals to that to store all states of a community; second implementation needs only space for a single community state.

Instead, regarding the execution time of getCommunityState() we can say that:

* for the first version it is equal to time to creates all states so O(nm), if n is the number of states of an available service and m is the number of available services
* for the second version it equals to time to create a state, then it is O(*m*) if m is the number of available services

It could seem that with this modification the algorithm of simulation is quicker than it was in the first version. But, because the createSimulationSet() method of Simulation class gets all states of community for each target state, with the new version we have to create all states of community for each target state, so the cost for this step is O() if x is the number of states of a target service and n and m are defined as above. We can see that it was also the cost we got in the previous version (see chapter 1.2) , even if, in that case, the creation of all states was done only at the first called of that method.

In conclusion, we can say that using this structure we reduce the memory space but not the time of execution

**Third Part:**

**Presentation Package**

Chapter 1: Graphical user interface

The Swing classes implement a set of components to build graphical user interfaces and adding rich graphics functionality and interactivity to Java applications.

In our application, we display a series of graphs of available and target services, in a swing container; these graphs will be used in the construction of orchestrator.

**1.1** Swing Components

*TabbedPane*

See a lot of information in a single window is inconvenient, so we chose to use a tabbed pane.

Each tabbed pane allows managing one type of information:

* Available Service Panel shows and manages all graph of available services;
* Target Service Panel shows the graph of target service;
* Cartesian Product Panel shows the graph of the Cartesian product of available services;
* Orchestrator Panel shows the simulation and the orchestrator in a table;
* Executable allows executing the orchestrator.

*Menu, Buttons and Labels*

For the controls we used simple components such as buttons and labels: labels display simple text messages and buttons are used to show information or to open dialog windows.

In the menu bar we have the commands that control the whole system and not just a single graph or table, as a start.

*Dialog*

When you need to make choice, better way is to use a dialog. We have used dialogs to choose files, to save or load and to choose options.

*JGraph*

To show graph, we have used a library named JGraph. This library provides a class (JGraph) that inherits the class Component and allows drawing graphs.

*List and Table*

When we need to show a list or a table, we use JList or JTable to display lists or tables.

These classes use a class Model that contains the data to show.

*JScrollPane*

When tables or graph component contain object largest window, we need panels with scroll bar: the JScrollPane container.

Chapter 2: Panels

**2.1** Available Panel and Target Panel

These panels are used to display graph associated to services. The buttons *AddNewService* open a file chooser to load files that contains services. The parser ReadFile reads the files and builds the objects Service. These objects now are passed to a class named GraphFactory that build a JGraph object and fills it with a vertex for each State and an edge for each Action of service.

You can also delete one service with the button *Remove*.

We can have many available services then available service panel have a list that contains the services loaded; when you click on one service in the list, the graph associated to the service is displayed on the screen. This panel also has the button *Remove All* that removes all services loaded.

The buttons *Save to Image* and *Save to DOT* allow saving the graph in Jpeg file or in a text file written in DOT format. The class Exporter has method to write images and text in File object.

**2.2** Cartesian Product Panel

The Cartesian product of available service is a Service created by CartesianProduct class.

It is an expensive operation so we display a message that says it.

Like for services, Cartesian product panel has the button *Save To Image* and *Save To DOT*.

The panel also has the button Change Representation that allows changing the layout of the graph through the JGraphLayout library.

To choose the layout we use the dialog ChoiceLayoutDialog.

**2.3** Orchestrator Panel and Execute Orchestrator Panel

When target service and at least one available service are loaded, you can click on Start in menu.

This creates the simulation and the orchestrator.

In the orchestrator panel you can see simulation and orchestrator in the tables. These tables can be saved in an xml files with the button *Save To XML*. To create the tables, we use the class XmlTableFactory that transforms the objects Orchestrator and Simulation in Model for JT able and String in xml format.

To Execute orchestrator panel allow executing the orchestrator. In this panel are displayed the graph of target service, the initial states of target and available services, the Action of the current state and the service reachable from the initial state and the selected action.

The actions are taken from target service object; the services reachable with the action are taken using the objects SimulatedBy and Orchestratorkey.

Current state of the available services is contained in a Cstate object.

The maps stateTable and actionTable are used to color the vertex and the edge associated with current state and selected action.

**2.4** The libraries JGraph and JGraphLayout

JGraph is an open source graph visualization library written to be a fully Swing compatible component.

Graph cells can be drawn anywhere in a simple application, including on top of one another. Certain applications need to present their information in a generally ordered or specifically ordered structure. This might involve ensuring cells do not overlap and stay at least a certain distance from one another, or that cells appear in specific positions relative to other cells, usually the cells they are connected to by edges. This activity, called the layout application, can be used in a number of ways to assist users set out their graph.

The library JGraphLayout provides methods to apply layouts on a graph.

**2.5** Configuration

We need to display non-editable graphs (available and target service). Services have nodes that can be final or not final. The states are drawn as a circle and final states are drawn as double circle.

To draw circles and double circles we need override the class DefaultGraphCell, VertexView and VertexRenderer and, in particular, we need override the methods paint.

The graph target and available are not editable:

these properties are set in the class GraphFactory with the method JGraph.setEditable ()

The default color for the graphs is black; in panel execute orchestrator, the graph has the current node in blue and the selected edge in red.

**Fourth Part:**

**Test Cases**

Chapter1: Test Cases

In this Chapter we report some test case with different number of services and changing states’ number. These tests want show how more services are loaded and more the cost is high from a computational side. The important thing is the follow: we cannot know in how many time the orchestrator is calculated (with a big number of services) but the result is certainly correct.

These test have been executed with a machine Intel Core2 Duo CPU @ 2.200GHz and

RAM 2 GB.

We have decided to test application both in the case of the first implementation of community and in the last implementation of a “virtual community” with the same services. We experimented that in both cases the time taken is almost equal and we cannot express a fix time for each test due to the fact that each time record of simulation are checked in a different order. For this reason now we report a rough time obtained from the average of several tests executed in each case and that is the same in both version of community.

Let report some tests ordered by computational cost to build orchestrator :

* We added 3 available services with 10 states for each one and a target with 6 states so 6000 maximum number of simulation’s record to calculate orchestrator application spends about 4 seconds;
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Available Services

|  |  |  |
| --- | --- | --- |
| A1.txt  transition:  s1-a-s2;  s2-c-s1;  s1-a-s3;  s3-b-s4;  s4-a-s5;  s5-b-s4;  s4-a-s6;  s6-c-s7;  s7-c-s6;  s7-a-s8;  s8-b-s9;  s9-a-s10;  s8-b-s9;  initial:  s1;  final:  s1;  s2;  s5;  s6;  s10. | A2.txt  transition:  q1-c-q2;  q1-b-q1;  q2-a-q3;  q2-b-q4;  q2-c-q5;  q1-c-q6;  q5-d-q6;  q6-a-q7;  q1-b-q7;  q7-a-q8;  q7-b-q9;  q9-c-q10;  initial:  q1;  final:  q1;  q3;  q4;  q8;  q10. | A3.txt  transition:  r1-c-r2;  r1-b-r3;  r1-a-r1;  r3-a-r1;  r3-c-r4;  r3-d-r5;  r4-b-r8;  r5-c-r6;  r1-b-r6;  r6-a-r7;  r5-a-r8;  r8-c-r9;  r6-c-r9;  r9-d-r10;  initial:  r1;  final:  r1;  r2;  r7;  r10. |

Target Service

|  |
| --- |
| T.txt  transition:  t1-a-t2;  t2-b-t2;  t2-c-t3;  t3-a-t4;  t4-b-t5;  t5-a-t6;  initial:  t1;  final:  t1. |

* Proving to the application 4 available services and a target with 10 states, so 100000 maximum number of simulation’s record to calculate orchestrator application spends about 9 minutes;
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|  |  |
| --- | --- |
| Available Services  We used the previous available services adding the following | Target Service |
| A4.txt  transition:  p1-a-p2;  p2-c-p1;  p1-a-p3;  p3-b-p4;  p4-a-p5;  p5-b-p4;  p1-a-p6;  p6-c-p1;  p1-a-p7;  p7-b-p10;  p7-a-p8;  p8-b-p9;  initial:  p1;  final:  p1;  p5. | T2.txt  transition:  t1-a-t2;  t2-b-t2;  t2-c-t3;  t3-a-t4;  t4-b-t5;  t5-a-t6;  t6-d-t5;  t5-c-t7;  t4-d-t8;  t8-d-t10;  t8-c-t9;  initial:  t1;  final:  t1;  t6;  t7;  t9;  t10. |

* Differently with 5 available services and target with 6 states, so 600000 maximum number of simulation’s record to calculate orchestrator application without virtual memory spends 18 hours differently application with virtual memory spends 18 hours and half .
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|  |  |
| --- | --- |
| Available Services  We used the previous available services adding the following | Target Service |
| A5.txt  transition:  u1-a-u2;  u2-c-u1;  u2-b-u9;  u2-d-u7;  u1-a-u3;  u3-b-u4;  u4-a-u5;  u5-b-u4;  u4-a-u6;  u7-c-u6;  u7-a-u8;  u8-b-u9;  u9-a-u10;  u8-b-u9;  u10-c-u5;  initial:  u2;  final:  u1;  u5;  u6. | T1.txt  transition:  t1-a-t2;  t2-b-t2;  t2-c-t3;  t3-a-t4;  t4-b-t5;  t5-a-t6;  initial:  t1;  final:  t1;  t6. |

Let report some tests ordered by computational cost for Cartesian product algorithm:

* We added three available(A1.txt, A2.txt) services to application the calculus spends 32 msec;
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* Providing to the system previous service and adding A3.txt the Cartesian product spends 4 minute.

These files are present in the root directory of application: Example’s File folder.
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